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1.1 Software Crisis

Developments in software technology
continue to be dynamic. New tools and
techniques are announced in quick
succession.This has forced the software
engineers and industry to continuously look
for new approaches to software design and
development, and they are becoming more
and more critical in view of the increasing
complexity of software systems as well as
the highly competitive nature of the
industry. These rapid advances appear to
have created a situation of crisis within the
industry. The following issues need to be
addressed to face this crisis:

# How to represent real-life entities
of problems in system design?

# How to design systems with open
interfaces?
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These include techniques such as modular programming, top-down programming, bottom-
up programming and structured programming. The primary motivation in each has been
the concern to handle the increasing complexity of programs that are reliable and
maintainable. These techniques have become popular among programmers over the last
two decades.

Machine language

Assembly language

Procedure-oriented

Object-oriented programming

With the advent of languages such as C, structured programming became very popular
and was the main technique of the 1980s. Structured programming was a powerful tool that
enabled programmers to write moderately complex programs fairly easily. However, as the
programs grew larger, even the structured approach failed to show the desired results in
terms of bug-free, easy-to-maintain, and reusable programs.

Object-Oriented Programming (OOP) is an approach to program organization and development
that attempts to eliminate some of the pitfalls of conventional programming methods by
incorporating the best of structured programming features with several powerful new concepts. It
is a new way of organizing and developing programs and has nothing to do with any particular
language. However, not all languages are suitable to implement the OOP concepts easily.

|1.3 A Look at Procedure-Oriented Programming

Conventional programming, using high level languages such as COBOL, FORTRAN and C, is
commonly known as procedure-oriented programming (POP). In the procedure-oriented
approach, the problem is viewed as a sequence of things to be done such as reading, calculating
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and printing. A number of functions are written to accomplish these tasks. The primary focus
is on functions. A typical program structure for procedural programming is shown in Fig. 1.4.
The technique of hierarchical decomposition has been used to specify the tasks to be completed
for solving a problem.

Function - 1 Funcﬁon -2

Function - 3

& Funcfioh -4 \ Functidh -“‘5v

Fu}nction‘- 8 ‘

Procedure-oriented programming basically consists of writing a list of instructions (or
actions) for the computer to follow, and organizing these instructions into groups known as
functions. We normally use a flowchart to organize these actions and represent the flow of
control from one action to another. While we concentrate on the development of functions,
very little attention is given to the data that are being used by various functions. What
happens to the data? How are they affected by the functions that work on them?

In a multi-function program, many important data items are placed as global so that they
may be accessed by all the functions. Each function may have its own local data. Figure 1.5
shows the relationship of data and functions in a procedure-oriented program.

Global data are more vulnerable to an inadvertent change by a function. In a large program
it is very difficult to identify what data is used by which function. In case we need to revise
an external data structure, we also need to revise all functions that access the data. This
provides an opportunity for bugs to creep in.

Another serious drawback with the procedural approach is that it does not model real
world problems very well. This is because functions are action-oriented and do not really
correspond to the elements of the problem.
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Some characteristics exhibited by procedure-oriented programming are:

Emphasis is on doing things (algorithms).

Large programs are divided into smaller programs known as functions.
Most of the functions share global data.

Data move openly around the system from function to function.
Functions transform data from one form to another.

Employs top-down approach in program design.
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|1.4 Object-Oriented Programming Paradigm

The major motivating factor in the invention of object-oriented approach is to remove some
of the flaws encountered in the procedural approach. OOP treats data as a critical element
in the program development and does not allow it to flow freely around the system. It ties
data more closely to the functions that operate on it, and protects it from accidental
modification from outside functions. OOP allows decomposition of a problem into a number
of entities called objects and then builds data and functions around these objects. The
organization of data and functions in object-oriented programs is shown in Fig. 1.6. The
data of an object can be accessed only by the functions associated with that object. However,
functions of one object can access the functions of other objects.

Some of the striking features of object-oriented programming are:

# Emphasis is on data rather than procedure.
# Programs are divided into what are known as objects.
# Data structures are designed such that they characterize the objects.
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Functions that operate on the data of an object are tied together in the data struc-

Data is hidden and cannot be accessed by external functions.
Objects may communicate with each other through functions.
New data and functions can be easily added whenever necessary.
Follows bottom-up approach in program design. ‘

Object B

Data

Communication

Object C

Fig. 16 o Organization of data and functions in OOP._ |

Object-oriented programming is the most recent concept among programming paradigms
and still means different things to different people. It is therefore important to have a working
definition of object-oriented programming before we proceed further. We define “object-
oriented programming as an approach that provides a way of modularizing programs by
creating partitioned memory area for both data and functions that can be used as templates
for creating copies of such modules on demand.” Thus, an object is considered to be a
partitioned area of computer memory that stores data and set of operations that can access
that data. Since the memory partitions are independent, the objects can be used in a variety
of different programs without modifications.

ll. 5 Basic Concepts of Object-Oriented Programming

It is necessary to understand some of the concepts used extensively in object-oriented

programming. These include:

# Objects
# Classes
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Data abstraction and encapsulation
Inheritance

Polymorphism

Dynamic binding

Message passing
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We shall discuss these concepts in some detail in this section.

Objects

Objects are the basic run-time entities in an object-oriented system. They may represent a
person, a place, a bank account, a table of data or any item that the program has to handle.
They may also represent user-defined data such as vectors, time and lists. Programming
problem is analyzed in terms of objects and the nature of communication between them.
Program objects should be chosen such that they match closely with the real-world objects.
Objects take up space in the memory and have an associated address like a record in Pascal,
or a structure in C.

When a program is executed, the objects interact by sending messages to one another.
For example, if “customer”and “account” are two objects in a program, then the customer
object may send a message to the account object requesting for the bank balance. Each
object contains data, and code to manipulate the data. Objects can interact without having
to know details of each other’s data or code. It is sufficient to know the type of message
accepted, and the type of response returned by the objects. Although different authors
represent them differently, Fig. 1.7 shows two notations that are popularly used in object-
oriented analysis and design.

Object: STUDENT STUDENT
DATA Total
Name
Date-of-birth
Marks [Average
FUNCTIONS
Total —
Average EDlspIay
Display

Classes

We just mentioned that objects contain data, and code to manipulate that data. The entire
set of data and code of an object can be made a user-defined data type with the help of a
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class. In fact, objects are variables of the type class. Once a class has been defined, we can
create any number of objects belonging to that class. Each object is associated with the data
of type class with which they are created. A class is thus a collection of objects of similar
type. For example, mango, apple and orange are members of the class fruit. Classes are
user-defined data types and behave like the built-in types of a programming language. The
syntax used to create an object is no different than the syntax used to create an integer
object in C. If fruit has been defined as a class, then the statement

fruit mango;

will create an object mango belonging to the class fruit.

Data Abstraction and Encapsulation

The wrapping up of data and functions into a single unit (called class) is known as
encapsulation. Data encapsulation is the most striking feature of a class. The data is not
accessible to the outside world, and only those functions which are wrapped in the class can
access it. These functions provide the interface between the object's data and the program.
This insulation of the data from direct access by the program is called data hiding or
information hiding.

Abstraction refers to the act of representing essential features without including the
background details or explanations. Classes use the concept of abstraction and are defined
as a list of abstract attributes such as size, weight and cost, and functions to operate on
these attributes. They encapsulate all the essential properties of the objects that are to be
created. The attributes are sometimes called data members because they hold information.
The functions that operate on these data are sometimes called methods or member functions.

Since the classes use the concept of data abstraction, they are known as Abstract Data -
Types (ADT).

Inbheritance

Inheritance is the process by which objects of one class acquire the properties of objects of
another class. It supports the concept of hierarchical classification. For example, the bird
'robin' is a part of the class ‘flying bird’ which is again a part of the class 'bird'. The principle
behind this sort of division is that each derived class shares common characteristics with
the class from which it is derived as illustrated in Fig. 1.8.

In OOP, the concept of inheritance provides the idea of reusability. This means that we
can add additional features to an existing class without modifying it. This is possible by
deriving a new class from the existing one. The new class will have the combined features of
both the classes. The real appeal and power of the inheritance mechanism is that it allows
the programmer to reuse a class that is almost, but not exactly, what he wants, and to tailor
the class in such a way that it does not introduce any undesirable side-effects into the rest
of the classes.
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Note that each sub-class defines only those features that are unique to it. Without the use
of classification, each class would have to explicitly include all of its features.

Bird
Attributes
Feathers
Lay eggs
/ N
Flying Bird Nonflying Bird
Attributes Attributes

\ y

Robin Swallow Penguin

Attributes Attributes Attributes

Fig. 1.8 & Property inheritance

Polymorphism

Polymorphism is another important OOP concept. Polymorphism, a Greek term, means the
ability to take more than one form. An operation may exhibit different behaviours in different
instances. The behaviour depends upon the types of data used in the operation. For example,
consider the operation of addition. For two numbers, the operation will generate a sum. If
the operands are strings, then the operation would produce a third string by concatenation.
The process of making an operator to exhibit different behaviours in different instances is
known as operator overloading.

Figure 1.9 illustrates that a single function name can be used to handle different number
and different types of arguments. This is something similar to a particular word having
several different meanings depending on the context. Using a single function name to perform
different types of tasks is known as function overloading.

Polymorphism plays an important role in allowing objects having different internal
structures to share the same external interface. This means that a general class of operations



Principles of Object-Oriented Programming o 11

may be accessed in the same manner even though specific actions associated with each
operation may differ. Polymorphism is extensively used in implementing inheritance.

Shape
Draw ()
//
e 1
Circle object Box object Triangle object
Draw (circle) Draw (box) Draw (triangle)

Fig.1.9 & Polymorphism

Dynamic Binding

Binding refers to the linking of a procedure call to the code to be executed in response to the
call. Dynamic binding (also known as late binding) means that the code associated with a
given procedure call is not known until the time of the call at run-time. It is associated with
polymorphism and inheritance. A function call associated with a polymorphic reference
depends on the dynamic type of that reference.

Consider the procedure “draw” in Fig. 1.9. By inheritance, every object will have this
procedure. Its algorithm is, however, unique to each object and so the draw procedure will
be redefined in each class that defines the object. At run-time, the code matching the object
under current reference will be called.

Message Passing

An object-oriented program consists of a set of objects that communicate with each other.
The process of programming in an object-oriented language, therefore, involves the following
basic steps:

1. Creating classes that define objects and their behaviour,
2. Creating objects from class definitions, and
3. Establishing communication among objects.

Objects communicate with one another by sending and receiving information much the
same way as people pass messages to one another. The concept of message passing makes it
easier to talk about building systems that directly model or simulate their real-world
counterparts.
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A message for an object is a request for execution of a procedure, and therefore will
invoke a function (procedure) in the receiving object that generates the desired result. Message
passing involves specifying the name of the object, the name of the function (message) and
the information to be sent. Example:

employee.salary (name);

object information

message

Objects have a life cycle. They can be created and destroyed. Communication with an
object is feasible as long as it is alive.

|1.6

Benefits of OOP

OOP offers several benefits to both the program designer and the user. Object-orientation
contributes to the solution of many problems associated with the development and quality
of software products. The new technology promises greater programmer productivity, better
quality of software and lesser maintenance cost. The principal advantages are:

»

»

*
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Through inheritance, we can eliminate redundant code and extend the use of exist-
ing classes.

We can build programs from the standard working modules that communicate with
one another, rather than having to start writing the code from scratch. This leads
to saving of development time and higher productivity.

The principle of data hiding helps the programmer to build secure programs that
cannot be invaded by code in other parts of the program.

It is possible to have multiple instances of an object to co-exist without any inter-
ference.

It is possible to map objects in the problem domain to those in the program.

It is easy to partition the work in a project based on objects.

The data-centered design approach enables us to capture more details of a model in
implementable form.

Object-oriented systems can be easily upgraded from small to large systems.
Message passing techniques for communication between objects makes the inter-
face descriptions with external systems much simpler.

Software complexity can be easily managed.

While it is possible to incorporate all these features in an object-oriented system, their
importance depends on the type of the project and the preference of the programmer. There
are a number of issues that need to be tackled to reap some of the benefits stated above. For
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instance, object libraries must be available for reuse. The technology is still developing and
current products may be superseded quickly. Strict controls and protocols need to be developed
if reuse is not to be compromised.

Developing a software that is easy to use makes it hard to build. It is hoped that the
object-oriented programming tools would help manage this problem.

|1.7 Object-Oriented Languages

Object-oriented programming is not the right of any particular language. Like structured
programming, OOP concepts can be implemented using languages such as C and Pascal.
However, programming becomes clumsy and may generate confusion when the programs
grow large. A language that is specially designed to support the OOP concepts makes it
easier to implement them.

The languages should support several of the OOP concepts to claim that they are object-
oriented. Depending upon the features they support, they can be classified into the following
two categories: :

1. Object-based programming languages, and
2. Object-oriented programming languages.

Object-based programming is the style of programming that primarily supports
encapsulation and object identity. Major features that are required for object-based
programming are:

# Data encapsulation

# Data hiding and access mechanisms

# Automatic initialization and clear-up of objects
# Operator overloading

Languages that support programming with objects are said to be object-based programming
languages. They do not support inheritance and dynamic binding. Ada is a typical object-
based programming language.

Object-oriented programming incorporates all of object-based programming features along
with two additional features, namely, inheritance and dynamic binding. Object-oriented
programming can therefore be characterized by the following statement:

Object-based features + inheritance + dynamic binding
Languages that support these features include C++, Smalltalk, Object Pascal and Java.

There are a large number of object-based and object-oriented programming languages.
Table 1.1 lists some popular general purpose OOP languages and their characteristics.
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Data abstraction refers to putting together essential features without including
background details.

Inheritance is the process by which objects of one class acquire properties of objects of
another class.

Polymorphism means one name, multiple forms. It allows us to have more than one
function with the same name in a program. It also allows overloading of operators so
that an operation can exhibit different behaviours in different instances.

Dynamic binding means that the code associated with a given procedure is not known
until the time of the call at run-time.

Message passing involves specifying the name of the object, the name of the function
(message) and the information to be sent.

Object-oriented technology offers several benefits over the conventional programming
methods---the most important one being the reusability.

Applications of OOP technology has gained importance in almost all areas of computing
including real-time business systems.

There are a number of languages that support object-oriented programming paradigm.
Popular among them are C++, Smalltalk and Java. C++ has become an industry standard

language today.
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operator overloading -
persistence

polymorphism
procedure-oriented programming
reusability

Simula

Smalltalk

structured programming
top-down programming

Turbo Pascal

1.1 What do you think are the major issues facing the software industry today?
1.2 Briefly discuss the software evolution during the period 1950 — 1990.

1.3 What is procedure-oriented programming? What are its main characteristics?
1.4 Discuss an approach to the development of procedure-oriented programs.

1.5 Describe how data are shared by functions in a procedure-oriented program.

1.6 What is object-oriented programming? How is it different from the procedure-

oriented programming?

1.7 How are data and functions organized in an object-oriented program?

1.8 What are the unique advantages of an object-oriented programming paradigm?

1.9 Distinguish between the following terms:

(a) Objects and classes

(b) Data abstraction and data encapsulation

(¢) Inheritance and polymorphism

(d) Dynamic binding and message passing
1.10 What kinds of things can become objects in OOP?

1.11 Describe inheritance as applied to OOP.

1.12 What do you mean by dynamic binding? How is it useful in OOP?
1.13 How does object-oriented approach differ from object-based approach?
1.14 List a few areas of application of OOP technology.
1.15 State whether the following statements are TRUE or FALSE.
(a) In procedure-oriented programming, all data are shared by all functions.

(b) The main emphasis of procedure-oriented programming is on algorithms

rather than on data.
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changes. In November 1997, the ANSI/ISO standards committee standardised these changes
and added several new features to the language specifications.

C++ is a superset of C. Most of what we already know about C applies to C++ also.
Therefore, almost all C programs are also C++ programs. However, there are a few minor
differences that will prevent a C program to run under C++ compiler. We shall see these
differences later as and when they are encountered.

The most important facilities that C++ adds on to C are classes, inheritance, function
overloading, and operator overloading. These features enable creating of abstract data
types, inherit properties from existing data types and support polymorphism, thereby
making C++ a truly object-oriented language.

The object-oriented features in C++ allow programmers to build large programs with
clarity, extensibility and ease of maintenance, incorporating the spirit and efficiency of C.
The addition of new features has transformed C from a language that currently facilitates
top-down, structured design, to one that provides bottom-up, object-oriented design.

|2.2 Applications of C+ +

C++ 1s a versatile language for handling very large programs. It is suitable for virtually any
programming task including development of editors, compilers, databases, communication
systems and any complex real-life application systems.

# Since C++ allows us to create hierarchy-related objects, we can buildspecial object-
oriented libraries which can be used later by many programmers.

# While C++ is able to map the real-world problem properly, the C part of C++ gives
the language the ability to get close to the machine-level details.

# C++ programs are easily maintainable and expandable. When a new feature needs
to be implemented, it is very easy to add to the existing structure of an object.

# It is expected that C++ will replace C as a general-purpose language in the near future.

|2.3 A Simple C++ Program

Let us begin with a simple example of a C++ program that prints a string on the screen.

" PRINTING A STRING

#include <iostream> // include header file

using namespace std;

(Contd)
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int main{)

{ . :
cout << "C++ is better than C.\n"; // C++ statement
return 0;

} /I End of example

PROGRAM 2.1

This simple program demonstrates several C++ features.

Program Features

Like C, the C++ program is a collection of functions. The above example contains only one
function, main(). As usual, execution begins at main(). Every C++ program must have a
main(). C++ is a free-form language. With a few exceptions, the compiler ignores carriage
returns and white spaces. Like C, the C++ statements terminate with semicolons.

Comments

C++ introduces a new comment symbol // (double slash). Comments start with a double
slash symbol and terminate at the end of the line. A comment may start anywhere in the
line, and whatever follows till the end of the line is ignored. Note that there is no closing
symbol.

The double slash comment is basically a single line comment. Multiline comments can be
written as follows:

// This is an example of
// C++ program to illustrate
// Some of its features

The C comment symbols /¥, */ are still valid and are more suitable for multiline comments.
The following comment is allowed:

/* This is an example of
C++ program to illustrate
some of its features

*/

We can use either or both styles in our programs. Since this is a book on C++, we will use
only the C++ style. However, remember that we can not insert a // style comment within the
text of a program line. For example, the double slash comment cannot be used in the manner
as shown below:

for(j=0; j<n; /* loops n times */ j++)
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Output Operator

The only statement in Program 2.1 is an output statement. The statement
cout << "C++ is better than C.";

causes the string in quotation marks to be displayed on the screen. This statement
introduces two new C++ features, cout and <<. The identifier cout (pronounced as ‘C out) is
a predefined object that represents the standard output stream in C++. Here, the standard
output stream represents the screen. It is also possible to redirect the output to other output
devices. We shall later discuss streams in detail.

The operator << is called the insertion or put to operator. It inserts tor sends) the contents
of the variable on its right to the object on its left (Fig. 2.1).

Screen

((zeeec )

cout - << —] “C++

) Variable
Object Insertion operator

Fig. 2.1 ¢ Output using insertion operator

4
i

The object cout has a simple interface. If string represents a string variable, then the
following statement will display its contents:

cout << string;

You may recall that the operator << is the bit-wise left-shift operator and it can still be
used for this purpose. This is an example of how one operator can be used for different
purposes, depending on the context. This concept is known as operator overloading, an
important aspect of polymorphism. Operator overloading is discussed in detail in Chapter 7.
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It is important to note that we can still use printf() for displaying an output. C++ accepts
this notation. However, we will use cout << to maintain the spirit of C++.

The iostream File

We have used the following #include directive in the program:
#include <iostream>

This directive causes the preprocessor to add the contents of the iostream file to the
program. It contains declarations for the identifier cout and the operator <<. Some old
versions of C++ use a header file called iostream.h. This is one of the changes introduced by
ANSI C++. (We should use iostream.h if the compiler does not support ANSI C++ features.)

The header file iostream should be included at the beginning of all programs that use
input/output statements. Note that the naming conventions for header files may vary. Some
implementations use iostream.hpp; yet others iostream.hxx. We must include appropriate
header files depending on the contents of the program and implementation.

Tables 2.1 and 2.2 provide lists of C++ standard library header files that may be needed
in C++ programs. The header files with .h extension are “old style” files which should be
used with old compilers. Table 2.1 also gives the version of these files that should be used
with the ANSI standard compilers.

Table 2.1 Commonly used old-style header files

-Header file Contents and purpose New version

<assert.h> Contains macros and information for adding diagnostics that <cassert>
aid program debugging

<ctype.h> Contains function prototypes for functions that test characters  <cctype>
for certain properties, and function prototypes for functions
that can be used to convert lowercase letters to uppercase letters
and vice versa.

<float.h> Contains the floating-point size limits of the system. <cfloat>
<limits.h> Contains the integral size limits of the system. " <climits>
<math.h> Contains function prototypes for math library functions. <cmath>
<stdio.h> Contains function prototypes for the standard input/output <cstdio>

library functions and information used by them.

<stdlib.h> Contains function prototypes for conversion of numbers to text, <cstdlib>
text to numbers, memory allocation, random numbers, and
various other utility functions.

<string.h> Contains function prototypes for C-style string processing <cstring>
functions.

(Contd)
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Header file

<time.h>

<iostream.h> Contains function prototypes for the standard input and
standard output functions.

<fstream.h> Contains function prototypes for functions that perform input
from files on disk and output to files on disk.

Contents and purpose New version

Contains function prototypes and types for manipulating the
time and date.

<iostream>

<iomanip.h> Contains function prototypes for the stream manipulators that  <iomanip>
enable formatting of streams of data.

<fstream>

Table 2.2 New header files included in ANSI C++

Header file

<utility>

<vector>, <list>, <deque>
<queue>, <set>, <map>,
<stack>, <bitset>
<functional>

<memory>

<iterator>

<algorithm>
<exception>, <stdexcept>
<string>

<sstream>

<locale>

<limits>

<typeinfo>

Contents and purpose

Contains classes and functions that are used by many standard|
library header files.

The header files contain classes that implement the standard
library containers. Containers store data during a program’s
execution. We discuss these header files in Chapter 14.

Contains classes and functions used by algorithms of the stan-
dard library.

Contains classes and functions used by the standard library to}
allocate memory to the standard library containers.

Contains classes for manipulating data in the standard library
containers.

Contains functions for manipulating data in the standard library
containers.

These header files contain classes that are used for exceptionfi
handling. %
Contains the definition of class string from the standard library. i
Discussed in Chapter 15

Contains function prototypes for functions that perform inputf
from strings in memory and output to strings in memory.

Contains classes and functions normally used by stream process- ;
ing to process data in the natural form for different languages

(e.g., monetary formats, sorting strings, character presentation, g
etc.) :

Contains a class for defining the numerical data type limits on}
each computer platform.

Contains classes for run-time type identification (determining
data types at execution time).



